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# VERY EASY

1. **Binary Tree Inorder Traversal**

Given the root of a binary tree, return the inorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3] Output: [1,3,2] Explanation:**
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**CODE:**

#include <iostream> #include <vector> using namespace std;

struct TreeNode { int val; TreeNode \*left; TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

void inorder(TreeNode\* root, vector<int>& result) { if (!root) return;

inorder(root->left, result); result.push\_back(root->val); inorder(root->right, result);

}

vector<int> inorderTraversal(TreeNode\* root) { vector<int> result;

inorder(root, result); return result;

}

int main() {

// Create tree: [1, null, 2, 3] TreeNode\* root = new TreeNode(1); root->right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = inorderTraversal(root); for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0;

}
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# [Binary Tree Preorder Traversal](https://leetcode.com/problems/binary-tree-preorder-traversal/)

Given the root of a binary tree, return the preorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3] Output: [1,2,3] Explanation:**
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**CODE:**

#include <iostream> #include <vector> using namespace std;

struct TreeNode { int val; TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

void preorder(TreeNode\* root, vector<int>& result) { if (!root) return;

result.push\_back(root->val); preorder(root->left, result); preorder(root->right, result);

}

vector<int> preorderTraversal(TreeNode\* root) { vector<int> result;

preorder(root, result); return result;

}

int main() {

// Create tree: [1, null, 2, 3] TreeNode\* root = new TreeNode(1); root->right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = preorderTraversal(root); for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAA/CAIAAAB/4DFzAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADFElEQVR4nO3ZT0iTcRjA8eeNDgsCF3Swk77qQQPZFgTaxRWIazK0AkmCNlNQUNGYYeGlgzQP04xWWkz8A/5BWHspUCI2HcE7TyoITlDapMPrQXgdHrZD8HYwrTnGk76/bQrP5/huPL+XLz/ePxsXCAQgkV6vB4Dd3d2CggIgABeyfQLnADXCUSMcNcJdTPVBYWFhJs/jLKN9hKNGOGqEo0a4/2pkaOid9K9LsqKE3KpXNLROLEuyckD+uTzZbjj1LJ3V4Q2GJDl2OC4cHGrOU32Kx2CNXomSLHmeGORvXa6VPdXLmd1rosuiEYeabnAcd7Pp3Zr2/oDf94w/zTBHcGmspXhHePmwjOM4Lt9om4nk24ZXFzoYZwokiUaj0Wg0+Zt2v6xyH/EDy7HYutuScNA88UPZF3vUzP1HXseCrISnKxiNA4AMX4/slYZ4cKTpS8LBucf+0OWSO0/ZLLH9Rljd0+bq2Uw7kPIZMh3aSrm25KNFlzQA8IvRGlZTsXZvcZXRNAA4A/c13v7RzO+IU2/Vj9JVdXvDwybN4uDz47/3qJLRfZSEb5319ZZLI3XVI2rGWOelMVMuAEA8MtNirP+wzeb0/sjiPuLtn0WnJT5Zd/3YFerExu9e47h8o61PiGhrB4V5xve1bDUy9PhFZ6XMINCh7cD4i3slV2oFMPUJr1lWykojs2vF31sa7mcX6K+v9YOLcb2xk+HIjDcqavVsehqvil3lt7qYBzqi0TIcltlGFqf43WWOf2q8Xd2/lZ4lqkZbyrQbS2MMR2aykVOctfNb/Q9KH00lBOoR92Vf+0mn1UyHYzFpxetorqnIAwDQVXWPBiXBlrsx3NnA9OaPvIu8X1dSkOYaT7iUO+UsRfad5jlbZ3V4g+GjN1olJocW0vBOy6X6fy0nJ4f1WudV1p+zzwFqhKNGOGqEo0Y4aoSjRjhqhKNGOGqEo0Y4aoSjRjhqhKNGOGqEo0Y4aoSjRjhqhKNGOGqEo0Y4aoSjRjhqhKNGOGqEo0Y4aoSjRjhqhKNGOGqEo0Y4aoSjRjhqhPsNizBN7K3BabsAAAAASUVORK5CYII=)

# Binary Tree - Sum of All Nodes

Given the root of a binary tree, you need to find the sum of all the node values in the binary tree.

**Example 1:**

**Input: root = [5, 2, 6, 1, 3, 4, 7]**

**Output: 28**

**Explanation: The sum of all nodes is 5 + 2 + 6 + 1 + 3 + 4 + 7 = 28. CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode \*left; TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int sumOfAllNodes(TreeNode\* root) { if (!root) return 0;

return root->val + sumOfAllNodes(root->left) + sumOfAllNodes(root->right);

}

int main() {

// Create tree: [5, 2, 6, 1, 3, 4, 7] TreeNode\* root = new TreeNode(5); root->left = new TreeNode(2);

root->right = new TreeNode(6); root->left->left = new TreeNode(1);

root->left->right = new TreeNode(3); root->right->left = new TreeNode(4); root->right->right = new TreeNode(7);

cout << "Sum of all nodes: " << sumOfAllNodes(root) << endl;

return 0;

}

![](data:image/png;base64,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)

***Easy:***

# Same Tree

Two binary trees are considered the same if they are structurally identical, and the nodes have the same value.

**Example 1:**

**Input: p = [1,2,3], q = [1,2,3]**

**Output: true CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

bool isSameTree(TreeNode\* p, TreeNode\* q) {

if (!p && !q) return true; // Both trees are empty

if (!p || !q || p->val != q->val) return false; // Structure or value mismatch return isSameTree(p->left, q->left) && isSameTree(p->right, q->right);

}

int main() {

// Create tree p: [1, 2, 3] TreeNode\* p = new TreeNode(1); p->left = new TreeNode(2);

p->right = new TreeNode(3);

// Create tree q: [1, 2, 3] TreeNode\* q = new TreeNode(1); q->left = new TreeNode(2);

q->right = new TreeNode(3);

cout << (isSameTree(p, q) ? "true" : "false") << endl;

return 0;

}.
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# Invert Binary Tree

Given the root of a binary tree, invert the tree, and return its root

**Example 1:**
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**Input: root = [4,2,7,1,3,6,9]**

**Output: [4,7,2,9,6,3,1] CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

TreeNode\* invertTree(TreeNode\* root) { if (!root) return nullptr;

swap(root->left, root->right); // Swap left and right child invertTree(root->left);

invertTree(root->right); return root;

}

void preorderTraversal(TreeNode\* root) { if (!root) return;

cout << root->val << " "; preorderTraversal(root->left); preorderTraversal(root->right);

}

int main() {

// Create tree: [4, 2, 7, 1, 3, 6, 9] TreeNode\* root = new TreeNode(4); root->left = new TreeNode(2);

root->right = new TreeNode(7); root->left->left = new TreeNode(1);

root->left->right = new TreeNode(3); root->right->left = new TreeNode(6); root->right->right = new TreeNode(9);

root = invertTree(root);

preorderTraversal(root); // Expected output: 4 7 9 6 2 3 1 cout << endl;

return 0;

}
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# Path Sum

Given a binary tree and a sum, return true if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum. Return false if no such path can be found.

**Example 1:**

![IMG_256](data:image/jpeg;base64,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)

**Input: root = [5,4,8,11,null,13,4,7,2,null,null,null,1], targetSum = 22 Output: true**

**Explanation: The root-to-leaf path with the target sum is shown. CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

bool hasPathSum(TreeNode\* root, int targetSum) { if (!root) return false;

if (!root->left && !root->right) return root->val == targetSum; // Check if leaf

return hasPathSum(root->left, targetSum - root->val) || hasPathSum(root->right, targetSum - root->val);

}

int main() {

// Create tree: [5, 4, 8, 11, null, 13, 4, 7, 2, null, null, null, 1] TreeNode\* root = new TreeNode(5);

root->left = new TreeNode(4); root->right = new TreeNode(8);

root->left->left = new TreeNode(11); root->left->left->left = new TreeNode(7);

root->left->left->right = new TreeNode(2); root->right->left = new TreeNode(13); root->right->right = new TreeNode(4);

root->right->right->right = new TreeNode(1);

int targetSum = 22;

cout << (hasPathSum(root, targetSum) ? "true" : "false") << endl; return 0;

}
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***Medium:***

# Construct Binary Tree from Preorder and Inorder Traversal

Given two integer arrays preorder and inorder where preorder is the preorder traversal of a binary tree and inorder is the inorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: preorder = [3,9,20,15,7], inorder = [9,3,15,20,7] Output: [3,9,20,null,null,15,7]**

**CODE:**

#include <iostream> #include <unordered\_map> #include <vector>

using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

TreeNode\* buildTreeHelper(vector<int>& preorder, int preStart, int preEnd, vector<int>& inorder, int inStart, int inEnd, unordered\_map<int, int>& inMap) {

if (preStart > preEnd || inStart > inEnd) return nullptr;

TreeNode\* root = new TreeNode(preorder[preStart]); int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(preorder, preStart + 1, preStart + numsLeft, inorder, inStart, inRoot - 1, inMap);

root->right = buildTreeHelper(preorder, preStart + numsLeft + 1, preEnd, inorder, inRoot + 1, inEnd, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& preorder, vector<int>& inorder) { unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(preorder, 0, preorder.size() - 1, inorder, 0, inorder.size() - 1, inMap);

}

void printInorder(TreeNode\* root) { if (!root) return;

printInorder(root->left); cout << root->val << " "; printInorder(root->right);

}

int main() {

vector<int> preorder = {3, 9, 20, 15, 7};

vector<int> inorder = {9, 3, 15, 20, 7};

TreeNode\* root = buildTree(preorder, inorder); printInorder(root); // Output: 9 3 15 20 7

cout << endl;

return 0;

}

![](data:image/png;base64,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)

# Construct Binary Tree from Inorder and Postorder Traversal

Given two integer arrays inorder and postorder where inorder is the inorder traversal of a binary tree and postorder is the postorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: inorder = [9,3,15,20,7], postorder = [9,15,7,20,3] Output: [3,9,20,null,null,15,7]**

**CODE:**

#include <iostream> #include <unordered\_map> #include <vector>

using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}};

TreeNode\* buildTreeHelper(vector<int>& inorder, int inStart, int inEnd, vector<int>& postorder, int postStart, int postEnd, unordered\_map<int, int>& inMap) {

if (inStart > inEnd || postStart > postEnd) return nullptr;

TreeNode\* root = new TreeNode(postorder[postEnd]); int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(inorder, inStart, inRoot - 1, postorder, postStart, postStart + numsLeft

- 1, inMap);

root->right = buildTreeHelper(inorder, inRoot + 1, inEnd, postorder, postStart + numsLeft, postEnd - 1, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& inorder, vector<int>& postorder) { unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(inorder, 0, inorder.size() - 1, postorder, 0, postorder.size() - 1, inMap);

}

void printInorder(TreeNode\* root) { if (!root) return;

printInorder(root->left); cout << root->val << " "; printInorder(root->right);

}

int main() {

vector<int> inorder = {9, 3, 15, 20, 7};

vector<int> postorder = {9, 15, 7, 20, 3}; TreeNode\* root = buildTree(inorder, postorder);

printInorder(root); // Output: 9 3 15 20 7 cout << endl;

return 0;

}
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# Sum Root to Leaf Numbers

You are given the root of a binary tree containing digits from 0 to 9 only.

Each root-to-leaf path in the tree represents a number.

For example, the root-to-leaf path 1 -> 2 -> 3 represents the number 123.

Return the total sum of all root-to-leaf numbers. Test cases are generated so that the answer will fit in a 32-bit integer.

A leaf node is a node with no children.

**Example 1:**
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**Input: root = [1,2,3]Output: 25 Explanation:**

**The root-to-leaf path 1->2 represents the number 12. The root-to-leaf path 1->3 represents the number 13. Therefore, sum = 12 + 13 = 25.**

**CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int sumNumbersHelper(TreeNode\* root, int currentSum) { if (!root) return 0;

currentSum = currentSum \* 10 + root->val;

if (!root->left && !root->right) return currentSum; // Leaf node

return sumNumbersHelper(root->left, currentSum) + sumNumbersHelper(root->right, currentSum);

}

int sumNumbers(TreeNode\* root) { return sumNumbersHelper(root, 0);

}

int main() {

TreeNode\* root = new TreeNode(1); root->left = new TreeNode(2);

root->right = new TreeNode(3);

cout << sumNumbers(root) << endl; // Output: 25

return 0;

}
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***Hard:***

# Binary Tree Right Side View

Given the root of a binary tree, imagine yourself standing on the right side of it, return the values of the nodes you can see ordered from top to bottom.

**Example 1:**

# Input: root = [1,2,3,null,5,null,4] Output: [1,3,4]
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**Explanation:**

**CODE:**

#include <iostream> #include <vector> #include <queue> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

vector<int> rightSideView(TreeNode\* root) { vector<int> result;

if (!root) return result;

queue<TreeNode\*> q; q.push(root);

while (!q.empty()) {

int levelSize = q.size();

for (int i = 0; i < levelSize; i++) { TreeNode\* current = q.front(); q.pop();

// Add the last node of the current level to the result if (i == levelSize - 1) result.push\_back(current->val);

if (current->left) q.push(current->left);

if (current->right) q.push(current->right);

}

}

return result;

}

int main() {

TreeNode\* root = new TreeNode(1); root->left = new TreeNode(2);

root->right = new TreeNode(3);

root->left->right = new TreeNode(5); root->right->right = new TreeNode(4);

vector<int> result = rightSideView(root); for (int val : result) {

cout << val << " ";

}

// Output: 1 3 4

return 0;

}
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# Binary Tree Maximum Path Sum

A path in a binary tree is a sequence of nodes where each pair of adjacent nodes in the sequence has an edge connecting them. A node can only appear in the sequence at most once. Note that the path does not need to pass through the root.

The path sum of a path is the sum of the node's values in the path.

Given the root of a binary tree, return the maximum path sum of any non-empty path.

**Example 1:**
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**Input: root = [1,2,3] Output: 6**

**Explanation: The optimal path is 2 -> 1 -> 3 with a path sum of 2 + 1 + 3 = 6. CODE:**

#include <iostream> #include <climits> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int maxPathSumHelper(TreeNode\* root, int& maxSum) { if (!root) return 0;

// Compute maximum path sums for left and right subtrees

int leftMax = max(0, maxPathSumHelper(root->left, maxSum)); int rightMax = max(0, maxPathSumHelper(root->right, maxSum));

// Update the overall maximum path sum

maxSum = max(maxSum, leftMax + rightMax + root->val);

// Return the maximum path sum including the current node return max(leftMax, rightMax) + root->val;

}

int maxPathSum(TreeNode\* root) { int maxSum = INT\_MIN; maxPathSumHelper(root, maxSum); return maxSum;

}

int main() {

TreeNode\* root = new TreeNode(1); root->left = new TreeNode(2);

root->right = new TreeNode(3);

cout << maxPathSum(root) << endl; // Output: 6

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAXCAIAAAD2sJpCAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABOklEQVRIiWM4ePDgx48fP378yEBfwERn+0Ytxg5Msufsu/b++38oeH+shYo240pcXpPOvf/9/fnptS25XoZUtA+/xV7zrn3/fm9tpiItbMRtseuca9+fb02koaUMDAwsmELJhd6KZ6ZozaetxZiJKyrIUOL66VbaWovNYiNJkQ/vHzMY1q699hqaoL+/vrY0l8opDNNiAQ4WBgbDvfuavAQvz00xZWRkNAruO6ZYtO9cH1XTGkbimnPt///////fW+SFok5lyrnXx6qpZy+mj198+MLA8GRdTtw2FOE7PxgEJIxcaWhxzdrTHxhYOCTRxX/8+EE1W7FazNCbtvS8iFNyE2qMJhoqfrm+bTf1bMZXcpU6KTIwMJh4Vc869vz7+72ltE1cMLu7tiJnp7W11C6wR1sgoxbTCgAAQme+yqNYB+oAAAAASUVORK5CYII=)

***Very Hard:***

# Count Paths That Can Form a Palindrome in a Tree

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1.

You are also given a string s of length n, where s[i] is the character assigned to the edge between i and parent[i]. s[0] can be ignored.

Return the number of pairs of nodes (u, v) such that u < v and the characters assigned to edges on the path from u to v can be rearranged to form a palindrome.

A string is a palindrome when it reads the same backwards as forwards.

**Example 1:**
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**Input: parent = [-1,0,0,1,1,2], s = "acaabc" Output: 8**

**Explanation: The valid pairs are:**

* **All the pairs (0,1), (0,2), (1,3), (1,4) and (2,5) result in one character which is always a palindrome.**
* **The pair (2,3) result in the string "aca" which is a palindrome.**
* **The pair (1,5) result in the string "cac" which is a palindrome.**
* **The pair (3,5) result in the string "acac" which can be rearranged into the palindrome "acca". CODE:**

#include <iostream> #include <vector>

#include <unordered\_map> #include <unordered\_set> using namespace std;

// Helper function to perform DFS and count palindromic paths

void dfs(int node, int mask, const vector<vector<int>>& graph, const string& s, unordered\_map<int, int>& count, int& result) {

// Update result based on the current mask result += count[mask];

for (int i = 0; i < 26; ++i) {

result += count[mask ^ (1 << i)];

}

// Increment the count for the current mask count[mask]++;

// Recur for child nodes

for (int child : graph[node]) {

dfs(child, mask ^ (1 << (s[child] - 'a')), graph, s, count, result);

}

// Decrement the count to backtrack count[mask]--;

}

int countPalindromePaths(vector<int>& parent, string s) { int n = parent.size();

vector<vector<int>> graph(n); for (int i = 1; i < n; ++i) {

graph[parent[i]].push\_back(i);

}

unordered\_map<int, int> count;

count[0] = 1; // Initial mask (no characters) int result = 0;

dfs(0, 0, graph, s, count, result); return result;

}

int main() {

vector<int> parent = {-1, 0, 0, 1, 1, 2}; string s = "acaabc";

cout << countPalindromePaths(parent, s) << endl; // Output: 8 return 0;

}
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# Longest Path With Different Adjacent Characters

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1.

You are also given a string s of length n, where s[i] is the character assigned to node i.

Return the length of the longest path in the tree such that no pair of adjacent nodes on the path have the same character assigned to them.
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**Input: parent = [-1,0,0,1,1,2], s = "abacbe" Output: 3**

**Explanation: The longest path where each two adjacent nodes have different characters in the tree is the path: 0 -> 1 -> 3. The length of this path is 3, so 3 is returned. It can be proven that there is no longer path that satisfies the conditions.**

**CODE:**

from collections import defaultdict

def longestPath(parent, s): n = len(parent)

adj = defaultdict(list)

# Build the adjacency list of the tree for i in range(1, n):

adj[parent[i]].append(i)

# This will store the longest path starting from each node longest = [0] \* n

def dfs(node):

first\_max, second\_max = 0, 0

# Explore all the children of the current node for child in adj[node]:

child\_path = dfs(child)

# Only consider the child's path if the characters are different if s[child] != s[node]:

if child\_path > first\_max: second\_max = first\_max first\_max = child\_path

elif child\_path > second\_max: second\_max = child\_path

# The longest path that passes through this node is the sum of first\_max and second\_max + 1 (for the current node itself)

longest[node] = first\_max + 1

# Return the length of the longest path for the subtree rooted at this node return first\_max + 1

# Start DFS from the root (node 0) dfs(0)

# The answer is the longest path in the tree return max(longest)

# Example usage

parent = [-1, 0, 0, 1, 1, 2]

s = "abacbe"

print(longestPath(parent, s)) # Output: 3
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